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ABSTRACT

Name : Maya Retno Ayu Setyautami
Study Program : Doktor Ilmu Komputer
Title : Model-Driven Engineering for Delta-Oriented Software Product

Lines

Software product line engineering (SPLE) is an approach that enables the development
of software with shared commonality and variability. It offers a reusable mechanism for
creating various products within a specific domain. In this research, we aim to design a
model-driven SPLE (MDSPLE) approach based on delta-oriented programming (DOP).
The proposed approach encompasses the SPLE process in both the problem and solution
domains. In the problem domain, we use feature models and Unified Modeling Language
(UML). A UML profile, namely the UML-VM profile, s defined based on variability
modules (VM) to model variations in UML diagrams. We introduce a new implementation
approach called Variability Modules for Java (VMJ) in the solution domain. VMJ is
an architectural pattern in Java that follows DOP principles. Furthermore, we employ
the Interaction Flow Modeling Language (IFML) with DOP extension to model abstract
user interfaces (UI). A set of tools has been designed within the Eclipse IDE to support
the development process, called Prices-IDE. The process in Prices-IDE encompasses
modeling in the diagram editors, model transformation, domain implementation, and
product generation. The practical application of the proposed MDSPLE approach is
demonstrated through a case study. The evaluation of the approach focuses on three
perspectives: the applicability of the UML-VM profile as a foundation, the degree of
automation in the code generator, and the process improvement. We also discuss threats
that could affect the validity of this research. In conclusion, this research contributes to
the advancement of SPLE methodologies based on DOP through the proposed MDSPLE
approach.

Keywords:
delta-oriented programming, model-driven, software product line engineering, uml-profile,
variability modeling
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CHAPTER 1

INTRODUCTION

In this chapter, we describe the introduction of the research to illustrate the background
and motivation. We state the research objectives and formulate the problems as research
questions. At the end of this chapter, we summarize the research contribution.

1.1 Background

Software product line engineering (SPLE) is a software development approach based on
commonality and variability (Clements & Northrop, 2002; Pohl et al., 2005). It offers a
systematic reusability for developing a range of products within a specific domain, utilizing
platforms and mass customization. Platforms enable the reuse of common components,
while mass customization effectively manages variability. For instance, consider a series
of smartphones with standard features such as contact, calendar, and messaging. Each
smartphone type also exhibits variations in resolution, screen size, and storage capacity. By
employing SPLE, such variability can be managed systematically, enabling the generation
of various products based on selected features.

In contrast, without SPLE, similar products with variations are typically developed using
a traditional approach known as clone-and-own. In this approach, an existing project is
cloned into a separate repository to develop a different product. Any required modifications
to a specific product are made within the new repository. Although all products use
the same initial source code (codebase), this approach leads to scattered modifications
across repositories. Requirements changes are difficult to trace, and variability cannot be
managed systematically. Moreover, as the number of variations increases, development
costs escalate, and the maintenance process becomes complex due to the separate source
code management in individual repositories.

The adoption of SPLE, as emphasized by Pohl et al. (2005), is motivated by several key
factors: reduction of development costs, enhancement of software quality, and reduced
time to market. One of the challenges in SPLE is the lack of sufficient tool support
to facilitate the application of product line engineering principles (Pohl et al., 2005).
To address this, a model-driven approach is designed in this research to support SPLE
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implementation. Model-driven software engineering (MDSE) enhances the benefits of
modeling through automated code generation. Previous studies by Ouali et al. (2013);
Martinez et al. (2015); Arboleda & Royer (2012); Hernández-López et al. (2018) have
proposed the model-driven approach for SPLE (MDSPLE). Ouali et al. (2013); Martinez et
al. (2015) focused on modeling the problem domain and provided supportive tools for the
modeling process. Meanwhile, Arboleda & Royer (2012); Hernández-López et al. (2018)
proposed the MDSPLE approach that encompasses both the problem and solution domains.
They designed the automation process for generating applications based on aspect-oriented
programming (AOP).

This research makes a new contribution to MDSPLE by incorporating delta-oriented
programming (DOP) within problem and solution domains. DOP is a paradigm that
leverages core and delta modules for implementing SPLE (Schaefer et al., 2010). The
core module handles commonalities, while delta modules (deltas) address variabilities. A
delta can alter existing behavior without directly modifying a source code. It implements
variations by adding, removing, or modifying elements in the codebase. DOP effectively
supports requirements changes and variability management in product line applications.
Two modeling languages that support DOP are DeltaJ (Koscielny et al., 2014) and abstract
behavioral specification (ABS) (Johnsen et al., 2012; Hähnle, 2013).

In our previous work, we have developed tools to support SPLE in Precise Requirement
Change Integrated System (PRICES) project1. PRICES is a framework for developing
web-based software product lines that is supported by the PRICES toolkit. The develop-
ment of the PRICES toolkit has been carried out incrementally between 2016 and 2019,
employing different approaches and techniques. For instance, the model transformation
tools have been developed using Python, while the diagram editor leverages the Eclipse
IDE. In addition, the ABS compiler, Java, and JavaScript environments are required to
execute the generated applications. The utilization of multiple environments and soft-
ware components introduces complexity in product line development using PRICES. To
address this challenge, we propose an integrated development environment (IDE) called
Prices-IDE, which aims to streamline the development process based on MDSPLE.

Prices-IDE is designed on top of Eclipse IDE, which has standards support for model-
driven engineering, such as data models, model transformation, and code generators. Each
PRICES tool is deployed as an Eclipse plugin within Prices-IDE. Furthermore, we plan
to integrate Prices-IDE with FeatureIDE (Kastner et al., 2009), a widely-used tool and
framework for SPLE that is also built on the Eclipse IDE. FeatureIDE offers support
for various implementation approaches, such as feature-oriented programming (FOP)

1https://rse.cs.ui.ac.id/?open=prices/index
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with FeatureHouse, DOP with DeltaJ, and AOP with AspectJ (Meinicke et al., 2017).
The integration of Prices-IDE and FeatureIDE expands the capabilities of FeatureIDE by
introducing a new implementation approach for developing web-based software product
lines.

1.2 Research Questions

As a novel approach in software development, the adoption of the MDSPLE approach
requires additional support. During the literature review, existing problems are analyzed to
find how this research will contribute to the existing knowledge base in MDSPLE. In this
research, the scope of the system to be modeled is a web-based application. We consider
problems at the modeling and implementation levels. Therefore, this research attempts to
answer the following research questions:

RQ1 Which artifacts of a web application that can be modeled as a product line?
A web application consists of various artifacts with different characteristics and
granularities. These artifacts should be designed to support web-based product
line development and the scope of modeling and the level of abstraction should be
decided.

RQ2 How to model the problem domain of a web-based product line?
The requirements engineering process analyzes commonality and variability in the
problem domain. A uniform approach is required to model the variability of a
web-based product line in different levels of abstraction and granularities.

RQ3 How to implement the product line based on the model in the problem domain?
The DOP approach is used in the domain implementation. The variability model
in the problem domain can be mapped to the DOP implementation based on the
UML profile. A model transformation mechanism is designed to bridge modeling
language in the problem domain to the DOP language.

RQ4 How to integrate the code generation and product derivation process?
In the product derivation, a variant of a web-based product line can be generated
based on selected features. An integrated development environment is required to
assist the code generation and product derivation.

Universitas Indonesia
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1.3 Research Objectives

Model-driven engineering for delta-oriented software product lines is proposed to support
web-based product line development. The objectives of this research are:

1. Design an MDSPLE framework to develop software product lines based on DOP

2. Define a unified modeling mechanism for delta-oriented software product lines

3. Design a strategy in the domain implementation to generate running applications

4. Design model transformation tools to bridge the problem and solution domains

5. Design an integrated development environment for tools support in the MDSPLE
framework

1.4 Research Limitations

This research presents a method to develop a software product line using MDSPLE. The
MDSPLE approach covers the SPLE process in the problem and solution domains. The
scopes for this proposed research are limited to:

1. The MDSPLE approach can be applied to any domain. At this moment, the develop-
ment of supporting tools is still focused on generating web applications.

2. The engineering process is focused on design and implementation of SPLE. We do
not consider issue about requirements, testing, nor user experience.

3. The integrated tools are developed in the Eclipse Modeling Tools.

1.5 Research Contributions

After solving all research questions, the contributions of this research are summarized as
follows:

1. Model-driven SPLE (MDSPLE) approach is designed to guide and support the
development of a web-based SPL. The process covers the entire processes of SPLE
that can be applied in any problem domain.

Universitas Indonesia
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2. The UML-DOP profile extends the UML metamodel to support variability modeling
in SPLE. The UML-DOP profile can be used to design any problem domain with
several levels of abstractions. The UML-DOP profile is the main ingredient to
support traceability in SPLE.

3. Variability modules for Java (VMJ) is designed to support implementation of SPLE
using JAVA programming language. VMJ is a new concept in domain implementation
that can be used in any problem domain. This concept is realized in the web
framework to develop a web-based product line application.

4. Prices-IDE is an integrated development environment to develop a product line
application. Prices-IDE provides tool support with semi-automated model trans-
formation and code generation. Prices-IDE is deployed as an Eclipse plugin and
integrated with FeatureIDE to speed up the adoption of using a new approach.

Universitas Indonesia



CHAPTER 2

THEORETICAL FOUNDATIONS

This chapter describes the theoretical foundations of this research, such as model-driven
software engineering, software product line engineering, and delta-oriented programming.
We also explain the related work about mode-driven software product line engineering to
analyze state of the art.

2.1 Model-driven Software Engineering

Model-driven software engineering (MDSE) is a methodology in software development
that utilizes models as primary artifacts (Brambilla et al., 2012). MDSE is supported with
two main ingredients, model transformation and code generation. Model-to-text (M2T)
transformation takes models as input and produces text (source code) as output. Code
generation is an application of M2T transformation to achieve the transition from the
model level to the code level (Brambilla et al., 2012).

In MDSE, a modeling language is a tool to specify models of software in textual or graphi-
cal representations. Unified Modeling Language (UML) is a standard modeling language
widely used in software development. As a graphical modeling language, the abstract
syntax of UML is defined in the metamodel. UML metamodels contain class, attributes,
and associations that define the modeling concepts and properties. The specification of
UML, including the abstract syntax, concrete syntax, and semantics, are explained by
Object Management Group (OMG) in OMG (2017).

UML has extension mechanisms to customize UML metamodel for specific purposes,
called UML profile. The UML profile provides flexibility for UML so that UML can
be used to model different platforms or domains. UML profile is defined by specifying
stereotypes, constraints, and tagged values. Stereotypes are used to refine meta-classes by
defining additional semantics to the element represented by the meta-class (Brambilla et
al., 2012). A stereotype defines an extension for existing metaclasses in the UML diagram.
A stereotype uses the same notation as a class, with keyword <<stereotype>> before the
name of the class.

As part of MDSE, models can be transformed by using several scenarios, such as merged

6 Universitas Indonesia
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with other models, refactored into other models, refined to be more detailed, or translated

into other languages. Those scenarios are implemented as model transformation. There are
two kinds of model transformation, model-to-model and model-to-text. Model-to-model
(M2M) transformation is a program which takes models as input to produce models as
output (Brambilla et al., 2012). Model-to-text (M2T) transformation takes models as input
and produces text (source code) as output.

2.2 Software Product Line Engineering

Software product line engineering (SPLE) is an approach in software development that can
deliver various products in the same product line. A product line is a set of products that
share commonalities and variabilities (Pohl et al., 2005). Commonalities, requirements that
are required by all products, are defined as a set of reusable parts. Different requirements
for any product are managed as variabilities. A product can be derived based on the
commonalities and chosen variabilities. Figure 2.1 shows the SPLE framework in (Pohl et
al., 2005) that consists of two main stages, domain engineering and application engineering.
Domain engineering is a process to define the commonality and variability of product lines.
Each step in domain engineering produces artifacts that are utilized in the application
engineering stage.

Figure 2.1: SPLE Framework
Source: Pohl et al. (2005)

As a new approach, the adoption of SPLE in software development is quite challenging.
Several companies already have various products in the same domain, but they have
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developed using a traditional approach such as a clone-and-own. To adopt SPLE, a
company prefers to utilize the existing artifacts instead of developing from scratch. The
strategy may differ with another company that wants to try SPLE with a new domain
without any existing product or artifact. Krueger (2002) defined three options to start
software development with SPLE :

• Proactive Approach. The proactive approach provides a mechanism to develop a
product line from scratch. The development processes are planned and conducted
before generating any product.

• Extractive Approach. The extractive approach facilitates a company with various
products and wants to transform the old development approach to SPLE. By using an
extractive approach, a variability model can be identified based on existing products,
and the implementation can be extracted from the existing source code.

• Reactive Approach. The reactive approach is an agile methodology to adopt SPLE.
In this approach, the variability model is not defined entirely at the beginning. A
company starts with an initial product of software product line. The variabilities are
modeled and implemented incrementally when a new product variant is needed.

2.3 Delta-Oriented Programming

Delta-oriented programming (DOP) is a paradigm to implement SPLE by defining a core
module and a set of delta modules (Schaefer et al., 2010). The core module consists of the
implementation of a basic product in the product line. A basic product usually consists of
common features required by all product variants. Delta modules (deltas) add, remove, or
modify elements in the core module to implement a feature’s variant.

A feature model is used to capture commonality and variability in the problem domain,
as defined in feature-oriented programming (FOP) (Apel et al., 2013). A feature is
implemented by one or more delta modules. DOP provides more flexibility than FOP for
implementing product lines, such as the capability to remove an existing source code. A
delta module can add, remove, or modify classes, interfaces, methods, and fields in the
core modules.

The first language that implements the DOP paradigm is DeltaJava (DeltaJ) (Schaefer et al.,
2010; Koscielny et al., 2014). DeltaJ version 1.0 is initially designed to show the feasibility
of the DOP approach (Schaefer et al., 2010) and the latest version is DeltaJ 1.5(Koscielny
et al., 2014). The core module is implemented in Java languages and represents a basic
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application in the product line. DeltaJ can modify the Java program by creating delta
modules.

Abstract behavioral specification (ABS) is the second language that implements DOP
(Johnsen et al., 2012; Hähnle, 2013). Unlike DeltaJ, which modifies a Java program, the
delta in ABS modifies the core ABS module. ABS can be generated into programming
languages such as Java, Erlang, and Maude.1 As an executable modeling language, ABS
code generators can perform simulation, execution, or visualization.

ABS supports model variability of product lines based on DOP by using textual feature
modeling to define the commonality and variability. Based on the feature model, a delta
is created to implement the behavior of specific features. A delta can modify existing
functionalities without altering the original source code. The ABS configuration language
defines relations between features and deltas. A product can be generated based on the
feature selection by applying related deltas to the core module.

2.4 Related Work

In this research, the MDSPLE approach is used to develop web applications. The following
sections summarize related works about model-driven SPLE and web-based SPLE. Then,
the state of the art is analyzed by mapping those works to the problem and solution spaces.
Therefore, the current situation is captured, and this research can significantly contribute
to the related research field.

Figure 2.2 shows the existing studies about model-driven SPLE (MDSPLE). Most studies
have focused more on modeling the problem domain. They used different modeling
approaches, such as the common variability language (CVL) (Martinez et al., 2015), the
feature model (Czarnecki et al., 2005), and Ouali et al. (2013) combined UML and feature
model. Support tools are only defined in (Martinez et al., 2015; Ouali et al., 2013), but
those tools are not designed to generate applications. Martinez et al. (2015) developed a
tool for automating extraction process, and the tools in (Ouali et al., 2013) focuses on the
modeling level.

Existing studies that cover the problem and solution domains in MDSPLE are based
on aspect-oriented programming (AOP) (Groher & Völter, 2009; Arboleda & Royer,
2012; Hernández-López et al., 2018). The proposed approach by Groher & Völter (2009)
facilitates variability modeling and implementation in problem and solution spaces. The
solution spaces are divided into models and code parts. The automation process for

1https://abs-models.org/
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Figure 2.2: Model-driven SPLE research

generating applications, proposed by Arboleda & Royer (2012); Hernández-López et al.
(2018), used AOP in the solution domain. They have developed a ”configurator” to handle
a feature selection process. Configurator produces the selected feature and a file XML
configuration. As a result, the JAVA application is generated, including the unit test.

MDSPLE is also applied to develop web applications. Model-driven and SPLE improve
variability management and systematic reuse in web engineering. A set of web applications
in the same domain is developed using MDSPLE to produce a web-based software product
line (SPL). A variant of web applications can be generated based on required features.

The state-of-the-art of applying MDSPLE to develop of web-based SPL is shown in
Figure 2.3. Existing frameworks to develop a web-based SPL are proposed using different
variability modeling approaches, such as CVL (Horcas et al., 2018), the feature model and
BPMN (Alferez & Pelechano, 2011b), the decision model (Martinez et al., 2009), and a
combination of the UML and the feature model (Nerome & Numao, 2014; Laguna et al.,
2009). These studies described the modeling process without showing the generated web
applications.

Recent studies by Alferez & Pelechano (2011a); Naily et al. (2018); Aziz et al. (2019);
Horcas et al. (2022) demonstrated the process of generating a running web application.
Alferez & Pelechano (2011a) used the feature model and UML activity diagram in the
problem domain and produced running JAVA web services based on selected features.
Framework by Horcas et al. (2022) uses the feature model and multi-language annotations
to develop web-based SPL. Naily et al. (2018); Aziz et al. (2019) developed a web
framework based on DOP using ABS language to generate a running web application.

A comparison of state-of-the-art approaches in developing a web-based SPL is shown in
Table 2.1. All approaches have variability modeling mechanisms in the problem space as
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Figure 2.3: Web-based SPLE research

defined in SPLE, such as the feature model, decision model, and CVL. Our approach uses a
feature model and UML diagram in the problem space. The first novelty is the UML-DOP
profile that extends the UML metamodel based on DOP. The UML-DOP profile is utilized
in the UML diagram to model variability using delta-oriented notation. UML diagram
in Laguna et al. (2009) also uses stereotypes to model variations. However, we define
different stereotypes in this research based on DOP.

Table 2.1: A comparison table of state-of-the-art approaches

Approach Problem Space Solution
Space

Tool Support

Martinez et al.
(2009)

Decision Model N/A PLUM (Eclipse): modeling
and generating a web proto-
type

Laguna et al.
(2009)

Feature Model
and UML

.NET and C# Feature Modeling and Config-
uration Tool

Nerome & Nu-
mao (2014)

Feature Model
and UML

N/A Model Transformation Tool

Alferez &
Pelechano
(2011a)

Feature Model
and UML activity
diagram

Java SALMon, MoRE-WS, and
Swordfish to handle the prod-
uct configuration

Alferez &
Pelechano
(2011b)

Feature Model
and BPMN

N/A BPMN Model Reconfigurator
to generate BPMN from se-
lected features
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Vranic &
Taborsky
(2016)

Feature Model .NET and C# Model Transformation Tool

Horcas et al.
(2022)

Feature Model JavaScript Hybrid Engine to delegate the
product generation

Horcas et al.
(2018)

CVL JavaScript SPL Web Engine to generate
web applications

This research Feature Model
and UML

DOP Prices-IDE (model transfor-
mation tool and code genera-
tor)

In the solution space, not all approaches show the implementation process of web-based
product line development. Laguna et al. (2009); Vranic & Taborsky (2016); Alferez &
Pelechano (2011a); Horcas et al. (2018, 2022) explain the implementation process. They
use standard programming languages, e.g., JAVA, HTML, and JavaScript, that are not
designed to implement commonality and variability in SPLE. At the implementation level,
variability is managed in an ad-hoc manner. Therefore, the relationship between variants
of features and their implementation is difficult to define.

In this research, we use DOP to implement a web-based SPL in the solution space. DOP
is designed to implement variability in SPLE. It has good support for feature traceability,
an ability to trace a feature from the problem domain to implementation in the solution
domain (Apel et al., 2013). In DOP, the relationship between features and their implemen-
tation is systematically defined in the configuration knowledge. The second novelty in this
research is providing a new implementation to developing a web-based SPL. We design an
architectural pattern based on DOP using the JAVA module system and design patterns.

As depicted in Table 2.1, most supporting tools are designed to support model transfor-
mations or product configuration. The process of generating a running web application is
only explained by Alferez & Pelechano (2011a); Vranic & Taborsky (2016); Horcas et al.
(2018, 2022). In this research, the supporting tools cover problem space modeling, model
transformation, and code generator. A web framework is also defined based on VMJ,
called WinVMJ. Therefore, the third novelty is providing a framework and supporting
tools to develop a web-based SPL.
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CHAPTER 3

RESEARCH METHODOLOGY

This chapter explains research methodology in this research and the evaluation criteria. We
also explain the stages conducted in this research, such as scope analysis, design variability
model, design domain implementation, Prices-IDE integration, and evaluation.

3.1 Research Methodology

This research uses experimentation to design an integrated framework for a web-based
software product line (SPL). Experiments can be viewed as a prototyping process to design
an appropriate framework for a web-based SPL. As a new approach, the framework causes
process changes in web development. Thus, the framework is completed with tools and an
automation process to ease the adoption path.

A case study is used in the experiments to evaluate the framework and improve the tools.
Wohlin et al. (2012) stated that a case study is suitable for the industrial evaluation of new
methods and tools because it can avoid scale-up problems. Based on the application to the
case study, the framework is evaluated using quality criteria defined by Apel et al. (2013).
The quality criteria are compiled to assess the product-line implementation techniques.
Since this research proposes a new implementation technique for SPLE, the following
quality criteria are used for a qualitative evaluation:

1. Low Preplanning Effort. The engineering process in SPLE allows adding a new
variability at different stages: before, during, or after the development. Proactive,
reactive, and extractive approaches in SPLE have different ways to facilitate the new
features. Preplanning is required in the whole product line development process to
implement a new required feature. Ideally, preplanning in SPLE aims to minimize
the effort to change existing implementation.

2. Feature Traceability. Feature traceability is the ability to trace a feature from the
problem domain to the solution domain (Apel et al., 2013). Tracing features in design
and implementation is essential to manage the variability and reuse mechanism. A
feature can be realized in one more implementation artifacts. A mapping between
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features and their implementation is defined to manage traceability.

3. Separation of Concerns. In SPLE, separation of concerns deals with the design and
implementation of features and aims to decompose a system into cohesive parts (Apel
et al., 2013). Different features can be implemented in distinct artifacts to distinguish
the concerns. However, sometimes we can not separate all concerns at the same
time. A concern can be scattered across multiple other concerns (code scattering)
or several concerns can have intermingled representation within a module (code

tangling). Therefore, the ability to separate concerns into cohesive implementations
is an important quality criterion of product-line implementation techniques.

4. Information Hiding. The key concept of information hiding is to decompose a
system into modules or components (Apel et al., 2013). Each module is divided into
an internal part, which is hidden from other modules, and an external part (known as
an interface), which describes a contract to other modules. The key challenges are
designing small and clear interfaces to make communication explicit and maximizing
the hidden information.

5. Granularity. A feature implementation can change a program at different levels
of granularity. A level of granularity refers to the hierarchical structure of an
implementation artifact, defined by a containment relation among the structural
elements. A change that involves the addition of a new file to a given program
is coarse-grained, adding a new member to a given class is medium-grained, and
adding a new statement to a given method body is fine-grained (Apel et al., 2013).

6. Uniformity. Based on the principle of uniformity, a general approach should rep-
resent all kinds of artifacts. All artifacts should be treated and managed similarly.
Artifacts include code and non-code artifacts, such as requirements, documentation,
and architecture designs. Some implementation SPLE techniques are designed in
a language-independent manner. Language-independent tools are also designed
to enhance uniformity. Therefore, an implementation technique can be applied to
various artifacts.

3.2 Research Stage

Based on the research questions in Sect. 1.2, this research is conducted in several stages.
The flow of this research is shown in Figure 3.1.
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Figure 3.1: Research Flow

1. Scope Analysis
This stage starts with literature study to explore theoretical foundations, related
works, and state-of-the-art. The summaries of the literature study are explained in
Chapter 2. Based on the literature study, the problem formulation is conducted to
analyze the existing problems. The result is research questions, defined in Sect. 1.2.

A new model-driven SPLE (MDSPLE) approach is designed to solve the problem.
The MDSPLE process covers both problem and solution domains. As explained
in Section 4.1, the MDSPLE process is supported with tools to support domain
and application engineering. We apply the MDSPLE approach to develop a web
application that consists of back-end functionality, user interface (front end), and
server configuration. We have to analyze which components of the web applications
can be modeled as product lines.

2. Design Variability Model
At this stage, we design a unified variability model for the MDSPLE approach.
First we use a feature model that captures system variability, as defined in feature
oriented software product lines (Apel et al., 2013). The feature model is represented
in a feature diagram which shows a graphical representation in a tree structure.
Second, a variability model is designed based on the UML diagram. The UML
diagram is completed with the UML-DOP profile to represent variability at the
architectural level. The UML-DOP profile is an extension to model variability in
UML (Setyautami et al., 2016). The UML-DOP profile is refined to support the
re-engineering of microservice-based applications (Setyautami et al., 2020) and
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variability modules (VM) concept (Setyautami & Hähnle, 2021).

3. Design Domain Implementation
We use the delta-oriented programming (DOP) approach in the solution space. This
research proposes a new domain implementation approach called Variability Modules
for Java (VMJ). VMJ is designed based JAVA module systems and design patterns to
implement SPLE. The detailed definition of VMJ is explained in Chapter 5. WinVMJ
framework is then designed based on VMJ to support the web back-end development
with VMJ (Prayoga, 2020). For the web front-end, we use an Interaction Flow
Modeling Language (IFML) to model the abstract user interface. The IFML meta
model is also extended based on DOP to model variations in the user interface.

4. Integrated Development Process
At this stage, the development processes and tools are designed into an integrated
development environment, which is explained in Section 6.1. The integration covers
feature modeling, UML modeling, user interface modeling, domain implementation,
and product generation. The problem domain is mapped to the solution domain using
a model-to-model transformation mechanism. As a new domain implementation
is introduced, the model transformation tool must be developed to support the
MDSPLE process. We also demonstrate the practical application using a case study

by performing domain analysis, implementation, and product generation.

5. Evaluation
We evaluate the MDSPLE approach by analyzing the variability model and the appli-
cability of the UML-VM profile as a foundation of this research. We use evaluation
criteria from Apel et al. (2013) that is designed to evaluate SPLE implementation
technique. Some scenarios are used to demonstrate the product line development
and requirements changes. We evaluate the automated code generation and process
improvement in the MDSPLE approach.
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CHAPTER 4

MODEL-DRIVEN SPLE

This chapter explains the proposed model-driven SPLE (MDSPLE) approach that is
defined based on delta-oriented programming (DOP). The UML-DOP profile is used in the
MDSPLE approach to model commonality and variability in the UML diagram. In this
chapter, the definition of UML-DOP profile is explained by mapping the DOP elements
into UML notations. Short practical examples are also explained in the last (two) sections
to show the applicability of the proposed MDSPLE approach.

4.1 MDSPLE Approach

MDSPLE is an application of MDSE to develop a software product line (SPL). This
research proposes a new MDSPLE framework based on DOP that covers problem and
solution domains. The process in SPLE is divided into domain engineering and application

engineering (Pohl et al., 2005). Apel et al. (2013) separate those two processes into
two different perspectives: problem space and solution space. This separation produces
four main tasks in product line development: domain analysis, domain implementation,
requirement analysis, and product derivation.

We adopt the engineering process for SPLE defined by Apel et al. (2013) to design
MDSPLE framework based on DOP. We combine the process in SPLE with model trans-
formation and code generation, two key techniques in MDSE, to connect the problem
and solution spaces. The MDSE techniques can be applied in SPLE to automate product
generation from the variability model and specific artifacts. Therefore, combining MDSE
and SPLE into MDSPLE can enhance the traceability and maintainability of SPLs by
establishing clear relationships between the models and the generated code.

The design of MDSPLE based on DOP is shown in Figure 4.1. In domain analysis, we
use a feature diagram and UML diagrams. These diagrams are transformed into core
and delta modules in domain implementation since we use DOP to implement SPLE. In
application engineering, a feature selection process is performed to generate a product
variant. This stage is called requirements analysis because a new feature can be added
to the domain analysis. In product derivation, a running application is composed based
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on selected features. The source code is generated from reusable components in domain

implementation.

Figure 4.1: MDSPLE design based on DOP, adopted from Apel et al. (2013)

4.2 MDSPLE Framework for Web Development

The MDSPLE based on DOP explained in Section 4.1 can be used to develop SPLs in any
domain. In this research, we aim to check the applicability of the MDSPLE approach for
web-based product line development. A web application consists of various artifacts with
different characteristics and granularities. These artifacts can include components such as
user interface (UI) elements, database schemas, server configurations, or business logic
modules.

To facilitate the development of web-based product lines, artifacts in web applications
must be designed by considering the commonality and variability. However, modeling
all artifacts as SPLs can indeed introduce complexity in the feature selection process.
When multiple artifacts are treated as product lines, each with its own set of features
and variations, the feature selection becomes more complicated and challenging. It
requires careful consideration and management of the inter-dependencies, constraints, and
interactions among the features across different artifacts.

Based on the complexity consideration, we focus on modeling functional requirements of
web applications as SPLs. The functional requirements define the specific functionalities
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and capabilities that the application should exhibit to meet the users’ needs. Web artifacts
related to non functional requirements, such as performance, security, scalability, are not
modeled as SPLs. Regarding the functional requirements, we need to analyze commonality
and variability of the following artifacts:

• Business Logic Modules: web applications can be modularized into different com-
ponents or modules, such as authentication, payment, and content management.
These modules may have common functionality across different applications but also
exhibit variations based on specific requirements. We can model the commonality
and variability of business logic modules in a feature diagram and UML diagrams.
Modeling these modules as an SPL allows for reusing common components and
configuring variations based on the desired functionalities.

• UI Elements: UI elements, such as forms, buttons, and menus, can exhibit com-
monalities and variabilities. For example, different variations of a form may have
different fields, validation rules, or styling options. Modeling these components as
an SPL allows for systematically managing variations in the user interface. How-
ever, variations in UI elements can not be modeled in a feature diagram or UML
diagram. We utilize an Interaction Flow Modeling Language (IFML) diagram to
model variations in UI elements.

• Data Models: The data models (database schemas) used in web applications often
have common entities and relationships but may also exhibit variability based on
specific application requirements. Commonality and variability in data models can
be represented in UML class diagrams. As we used UML-DOP to model variations
in UML diagrams, an adaptive database schema can be generated based on selected
features.

The MDSPLE approach for web-based product line development based on DOP is designed
to model functional requirements as SPLs. It encompasses both the web back end, which
includes business logic modules and data models, and the web front end, which includes
UI elements. To capture commonality and variability in the web back end, a feature
diagram and UML diagrams are utilized in the problem domain. On the other hand, the
web front end is modeled using IFML diagrams in the solution domain. By refining the
MDSPLE based on DOP in Figure 4.1, an MDSPLE framework for web-based product
line development is designed to support web development, as illustrated in Figure 4.2.

The process of web-based product line development adheres to the MDSPLE process
outlined in Sections 4.1, with some differences observed in domain implementation and
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Figure 4.2: MDSPLE framework for web development

product derivation. In domain implementation, the development of reusable artifacts is
extended to encompass the UI aspect. An IFML diagram is used to model abstract UIs
that do not have any styling information, such as color, size, and layout. The UI assets
are defined to complement the IFML diagram. In product derivation phase, the generated
running applications are separated into the web back end and front end. The core and delta
modules stubs are reused to generate the web back end, while the IFML diagram and the
UI assets are combined to generate the web front end.

4.3 The UML-DOP Profile

UML has a mechanism to extend the metamodel by defining a UML profile as a standard
modeling language. In this research, a UML profile is defined to model product line
variations. As we use DOP to implement SPLE, the UML profile is defined based on
DOP, called UML-DOP profile. The UML-DOP profile is created by defining UML
stereotypes, constraints, and tagged values based on DOP elements. In this proposed
MDSPLE approach, the UML-DOP profile is the main foundation because a UML diagram
with the UML-DOP profile (UML-DOP diagram) is used in the domain analysis.

Initially, the UML profile is defined based on DOP language, abstract behavioral specifi-
cation (ABS) in Setyautami (2013). The UML-ABS profile was defined specific to ABS
language without considering DOP in general. Then, the UML-ABS profile is revised to
a UML profile for delta-oriented programming (UML-DOP) in Setyautami et al. (2016).
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The UML-DOP profile was extended to support multi-product lines (Setyautami et al.,
2018; Setyautami & Hähnle, 2021) and microservice-based product lines (Setyautami et
al., 2020). As a result, table 4.1 shows the mapping of DOP elements to UML stereotypes.

Table 4.1: Mapping of DOP elements to UML stereotypes

DOP Element Name UML Base Class Stereotype Name
Core Module Package <<module>>

Import Dependency <<import>>

Class Parameter Property <<classParam>>

Delta Module Package <<delta>>

Delta Parameter Property <<deltaParam>>

Module Access Dependency <<uses>>

Module Modifier Association <<adds>>

<<removes>>

<<modifies>>

Class <<addedClass>>

<<removedClass>>

<<modifiedClass>>

Interface <<addedInterface>>

<<removedInterface>>

<<modifiedInterface>>

Class Modifier Operation <<adds>>

<<removes>>

<<modifies>>

Property <<adds>>

<<removes>>

Feature Component <<feature>>

Require Dependency <<require>>

Exclude Dependency <<exclude>>

Product Component <<product>>

When Dependency <<when>>

After Dependency <<after>>

Variability Module Package <<vm>>

Service Component <<service>>

Endpoint Component <<endpoint>>

Based on the UML base class (metaclass) from Table 4.1, DOP elements can be modeled
in UML by using several UML diagrams, such as class diagram, package diagram, and
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component diagram. For example, metaclasses class, association, operation, and property
are elements of UML class diagram. Thus, the stereotypes that extend those metaclass, such
as <<classParam>>, <<deltaParam>>, <<removes>>, <<modifies>>, and <<adds>>,
can be modeled in UML class diagram. Those stereotypes represent DOP elements that
will exist in UML class diagram.

4.4 The IFML-DOP Extension

In this research, the MDSPLE approach is designed based on DOP to develop a web-
based SPL. As defined in the MDSPLE process in Figure 4.2, Interaction Flow Modeling
Language (IFML) is used to model the abstract user interface (UI). An IFML diagram
supports the UI specification without considering the technological details of their imple-
mentation (Brambilla & Fraternali, 2015). The front end of web applications, such as the
composition (structure) of the view, the content of the view, the interaction (event), the
data flow (input-output), and the actions, can be modeled in the IFML diagram. The IFML
metamodel is defined based on the OMG standards using the OMG Meta Object Facility
(OMG, 2015).

An IFML diagram for feature Income is shown in Figure 4.3. Based on the requirements, a
user can see a list of income on the website and also add new income data. In the IFML
diagram, these requirements are modeled as two different ViewContainers: Income and
New Income. A ViewContainer models a page or structure in the web application. In the
ViewContainer Income, there is a ViewComponent List that shows a list of income data.
The displayed attribute can be modeled in the List using VisualizationAttribute.
The data in VisualizationAttribute can refer to fields in the UML class diagram or
the database. This reference can be represented in the DataBinding component.

An event in IFML, represented as a circle, is an occurrence that affects the state of the UI.
In Figure 4.3, there is an event Create in the ViewContainer Income. The effect of this
event is represented by the arrow InteractionFlow. An InteractionFlow connects the
event to the ViewContainer or ViewComponent affected by the event. In Figure 4.3, if
the event Create is clicked, the event causes the display of ViewContainer NewIncome

which consists of a form AddIncome to add new income data. An event can also trigger an
action, represented by a hexagon. If a user click event Submit, an action Save is triggered
to save the filled data.
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Figure 4.3: IFML Diagram: Income

Modeling commonality and variability is an essential process in SPLE. In Section 4.3, the
UML metamodel is extended, by defining the UML-DOP profile, to support variability
modeling in the UML diagram. The UML-DOP profile is designed based on DOP by
mapping the DOP elements to UML stereotypes. The DOP paradigm is not designed to
develop the UI of applications. Thus, the UML diagram with the UML-DOP profile is
only used to model the back end of a web-based SPL. Fadhlillah et al. (2018) proposed
to use IFML to model abstract UI in web-based SPL development. Since the IFML is
not intended to model UI variations, the IFML model is designed without considering
commonality and variability.

Based on the IFML modeling process, some features might have similar UI but existing
IFML model cannot be reused to model different features. For example, features Expense

and Income requires the same IFML elements to model the web UI with different displayed
data. As a result, we have two similar IFML models for Income and Expense. In DOP, the
common parts are defined as core modules, and the variants are defined as delta modules.
If the IFML diagram can be modeled as core and delta modules, the UI variations can be
managed systematically.

IFML is allowed to be extended for a specific purpose. Existing studies by Brambilla et al.
(2014); Hayat et al. (2021); Roubi et al. (2016); Shahin & Zamani (2021) extends IFML to
model various domains. Brambilla et al. (2014) extends IFML to model mobile applications
because IFML does not cover mobile-specific aspects and interactions. Hayat et al. (2021)
extends IFML for modeling Geographical Information System, Shahin & Zamani (2021)
extends IFML for Form Making System, and Roubi et al. (2016) extends IFML for Rich
Internet Graphical UI. In this research, we extend the IFML model based on DOP to
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model UI variations. The following subsections explain the IFML-DOP extension based
on ViewContainer, ViewComponent, and ViewComponentPart, as shown in Figure 4.4

Figure 4.4: IFML-DOP Extension
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CHAPTER 5

VARIABILITY MODULES FOR JAVA

This chapter explains about Variability Modules for Java (VMJ), an architectural pattern to
implement multi product lines (MPL) in JAVA.

5.1 Variability Module

Variability modules (VM) is an extension of a software module system that captures
variability at the level of modules (Damiani et al., 2021). VM is designed to solve
interoperability problems in product line variants. Multiple variants from a similar product
line sometimes cannot co-exist together. Furthermore, managing the dependency of
multi variants in different product lines is also challenging. So, VM adopts the module
mechanism to manage variability and dependency.

Each VM represents a product line, and product lines can be considered as modules. A
VM consists of a module header, a core module, and an optional delta module. A module
header contains a module, optional import/export dependencies referring to other module
cores, and optional feature declarations. A core module is a standard module with classes,
interfaces, fields and methods. In addition, it allows to declare products.

Since in VM deltas are uniformly represented as class operations, the DOP aspects are
straightforward: The core module contains deltas and configuration knowledge. The latter
is as usual in DOP. Deltas may contain operations that specify their interfaces and classes
by adding, removing, and modifying such elements. VM concept is realized in the ABS
modeling language that supports SPLE (Damiani et al., 2021). The implementation VM
for ABS is integrated into the ABS compiler tool chain1.

5.2 Architectural Pattern in Java

In this research, we designe an architectural pattern to realize the VM concept in JAVA,
called Variability Modules for Java (VMJ). The VM concept is combined with the JAVA

1https://github.com/abstools/abstools/tree/local productlines
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module system (available from JAVA 9) and design patterns. The main advantage of VMJ
is an extension of the JAVA module system that supports SPLE and MPL. VMJ is more
intuitive to use for anyone familiar with the JAVA programming language.

As VMJ is designed in the JAVA programming language, the problem is how to manage
and implement variations in JAVA. Figure 5.1 illustrates the problem and solution mapping.
We use the AMANAH case study as an illustration in the problem space. AMANAH
consists of several features, such as Program, FinancialReport, and Donation. A rectangle
denotes a mandatory feature (core module), and an ellipse denotes an optional feature
(delta module). For example, three products are generated, i.e. CharitySchool, Hilfuns,
and YayasanPandhu.

Figure 5.1: Problem Solution Mapping
Source: Setyautami & Hähnle (2021)

In the solution space, VMJ architectural pattern is designed to manage variation in JAVA.
A product line in VMJ is represented as a JAVA project consisting of JAVA modules.
As defined in VM, JAVA modules can be classified into the core, delta, and product
modules. Each kind of module has a module declaration (header) specifying its name and
dependencies. The structure of the VMJ is defined as follows:

• A VM is defined as a JAVA project that consists of several modules.

• A core module is defined as a JAVA module that consists of packages with common
capabilities to be reused anywhere they are declared.

• A delta module is defined as a JAVA module that modifies a core module. A concrete
decorator class is defined in the delta module.

• A product variant is defined as a JAVA module. A product consists of a list of
selected features. So, the product module has a dependency on core modules and
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delta modules.

The schema of the VMJ architectural pattern is shown in Figure 5.2. JAVA modules are
managed using design patterns to derive product variants. A delta module decorates a core
module by specifying the modification behavior. A product module configures objects
based on the selected features. By defining java modules dependency, a product module
can access functionality in the selected features. Objects in the core modules and delta
modules are created using the factory pattern. The factory pattern also manages the delta
application order if a feature is implemented by more than one delta.

Figure 5.2: Schema of VMJ Architectural Pattern
Source: Setyautami & Hähnle (2021)

5.2.1 Decorator Pattern

In DOP, variability is implemented in the delta modules. Delta operations can add, remove,
or modify existing classes, methods, or fields in the core modules. These operations are
applied to the core modules without changing the source code directly. Based on the feature
selection, the behavior in the core modules is changed by delta application. Managing
variability in SPLE is not supported by JAVA languages. Inheritance is not suitable to
model delta behavior because sub-classing is made statically. Therefore, in this research
the decorator pattern is used to model delta’s behavior.

The decorator pattern can change an object’s behavior dynamically. The new behavior is
added after creating the original object. Thus, the behavior in the existing object can be
maintained. For example, there are two kinds of Financial Report, Income and Expense.
Income has additional a new field <<paymentMethod>>. Both Income and Expense modify
method total() in the core module. Figure 5.3 shows the application of the decorator
pattern to FinancialReport module.

To obtain variants of FinancialReport, the pattern is set up with interface
FinancialReport and abstract component class FinancialReportComponent. The con-

crete component class FinancialReportImpl implements the core module by extending
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Figure 5.3: Applying the decorator pattern

the abstract component class. This concrete component class provides an implementation
for all abstract methods from the abstract class. Variant behavior is handled by the abstract
decorator class FinancialReportDecorator extending FinancialReportComponent.
Concrete decorators are created to implement specific behavior of each delta. For exam-
ple, class FinancialReportImpl in the <<delta>> package income implements feature
Income.

The naming convention is used to model VM as JAVA modules. The module
name consists of three parts: <productline-name>.<feature-name>.<module-name>.
A core module name ends with core. For example, in Listing 5.1 module
aisco.financialreport.core represents a core module of FinancialReport. A module
aisco.financialreport.income in Listing 5.3 represents delta income that modifies
FinancialReport.

package aisco.financialreport.core;

public abstract class FinancialReportComponent implements FinancialReport {

protected String idRecord;

protected String dateStamp;

protected int amount;

...

public abstract int total(List<FinancialReport> records};

}

Listing 5.1: Financial Report: Component Class
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Listing 5.1 is a snippet of the JAVA code of abstract class FinancialReportComponent
implementing the FinancialReport interface (not shown). The component class consists
of several fields and abstract method. Listing 5.2 shows class FinancialReportImpl

that extends the component class, and implements the total() method. Class
FinancialReportComponent and FinancialReportImpl form the core module rep-
resenting commonality in FinancialReport.

package aisco.financialreport.core;

public class FinancialReportImpl extends FinancialReportComponent {

public int total(List<FinancialReport> records) {

int sum = 0;

for(int i = 0; i < records.size(); i++) {

int amount = (records.get(i)).getAmount();

sum = sum + amount; }

return sum;

}}

Listing 5.2: Financial Report: Implementing Class

The core module implementation of total() sums up the FinancialReport. Its different
variants print either total income or expense. These features are realized in different delta
modules. For example, feature Income prints the total income with fees. A delta module
DIncome is created with additional fields and modified total(). As shown in Figure 5.3,
this is achieved with a decorator class, see Listing 5.3. Another variant of Financial Report,
with feature Expense, can be implemented as a further decorator class in analogous manner.
Delta application is performed by creating a class instance with the Factory design pattern
in Gamma et al. (1994).

1 package aisco.financialreport.income;

2 public class FinancialReportImpl extends FinancialReportDecorator { // decorator class
3 private String paymentMethod; // delta adds fields
4 public FinancialReportImpl(FinancialReportComponent record, String paymentMethod) {

5 super(record);

6 this.paymentMethod = paymentMethod; }

7

8 public int total(List<FinancialReport> incomes) { // delta modifies method
9 int sum = record.total(incomes); // original() call

10 int fee = (int) adminfee(incomes);

11 System.out.println("Income: "+sum+"\n Fee: "+fee);

12 return (sum-fee);

13 }}

Listing 5.3: Delta Income
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5.2.2 Factory Pattern

Based on Figure 5.3, core module FinancialReport is modified by deltas DIncome

and DExpense, which modify method total() in different ways. This condition raises
ambiguity in standard DOP, because we cannot specify which modification should be
applied. As a result, a product that consists of features Income and Expense raises a run
time error. VM concepts provide a mechanism that both variants can co-exist without
resulting in ambiguous calls to method total().

In VMJ, the factory pattern is used to choose the appropriate variant during product
generation. The pattern allows creating groups of related objects without specifying
their concrete class Gamma et al. (1994). For example, in the aisco.financialreport
package, a class FinancialReportFactory is created. This class is responsible to create
objects from FinancialReportImpl in different packages: core, income, and expense.
Therefore, the factory pattern encapsulates which FinancialReport’s variant to create and
let the user choose during the product generation.

1 package aisco.financialreport;

2 public class FinancialReportFactory {

3 ...

4 public static FinancialReport createFinancialReport(String fullyQualifiedName, Object... base) {

5 FinancialReport record = null;

6 ...

7 Class<?> clz = Class.forName(fullyQualifiedName);

8 Constructor<?> con=clz.getDeclaredConstructors()[0];

9 record = (FinancialReport)con.newInstance(base);

10 return record;

11 }}

Listing 5.4: Factory class FinancialReport

Listing 5.4 shows The factory class FinancialReport. In line 4, a creator method
createFinancialReport() is declared with two parameters. The first parameter is the
fully qualified name that specifies which class FinancialReportImpl is created. The
second parameter is a variable length argument Object... base that can be filled by
zero or more fields. Since delta can add or remove fields, a variable length argument

allows flexibility of the number of field. In lines 7–9, JAVA’s reflection API is used to
determine the appropriate constructor method based on the fully qualified name.
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5.3 UML-VM Profile

In Setyautami et al. (2016), a UML profile is defined based on DOP, called the UML-DOP
profile. It realizes a one-to-one mapping between DOP elements to the UML model.
The advantage is that a deterministic transformation from UML model elements to DOP
languages (and vice versa) can be achieved (Muhammad & Setyautami, 2016; Setyautami
et al., 2019). The UML-DOP is extended to the UML-VM profile for modeling VM, which
supports MPL and interoperability in the product line. The UML-VM profile is defined by
modeling VM elements from the metamodel using UML notation.

The UML profile can be represented as UML profile diagram. The profile diagram for
UML-VM profile is shown in Figure 5.4. The profile diagram shows all stereotypes and
their extending metaclasses. For example, VM, core module, delta, are represented as a
UML package with different stereotypes <<vm>>,<<module>>, and <<delta>>. Specific
attributes in the stereotypes can be defined in tagged values, see three tagged values in
stereotypes <<feature>>.

Figure 5.4: UML-VM profile diagram
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CHAPTER 6

PRICES-IDE

In this chapter, we explain Prices-IDE, an integrated development environment (IDE) to
develop a web-based software product line (SPL). This chapter also provides a realization
and practical application of the MDSPLE approach. We describe the design of Prices-IDE
in the first section. The following sections explain supporting tools in Prices-IDE that are
deployed as Eclipse plugins. In the last section, we show a practical application of the
MDSPLE process with Prices-IDE using a case study.

6.1 Prices-IDE Design

PRICES is a framework to develop a web application using software product line engineer-
ing (SPLE) (Setyautami et al., 2021). This framework is supported by several tools, such
as model transformation tools, back end generator, and user interface generator. The ABS
language is used to model the back end based on DOP. In this research, we change the
ABS language to variability modules for Java (VMJ). The first reason is that VMJ solves
interoperability problems in the SPL that exist in the ABS web framework. Second, VMJ
supports multi-product line (MPL) development. Third, VMJ utilizes standard JAVA mod-
ules system and design patterns so that the developers do not need to learn new languages
to develop a web-based SPL. As VMJ is designed based on VM and DOP, we can use the
UML-VM profile in the UML diagram.

The MDSPLE process with VMJ is shown in Fig. 6.1. The process is started with the
modeling phase with the diagram editor. A UML-VM diagram is used to model the domain
design, a feature diagram is used to model the domain requirements (feature variations),
and an IFML diagram is used to model the abstract UI. Those diagrams are transformed
into the domain implementation using model transformation tools. As a result, the source
codes of the product line back end and front end are generated. A running web application
is derived from the user’s feature selection.

Based on the MDSPLE process in Fig. 6.1, we redesign PRICES tools into an integrated
development environment (IDE), called Prices-IDE. We choose Eclipse, an open-source
platform, to develop interoperable PRICES tools for developers. We utilize Eclipse
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Figure 6.1: MDSPLE Process - VMJ

Modeling Framework (EMF) that provides modeling and code generation facility for
building model-based applications.

In Eclipse, PRICES tools are deployed as Eclipse plugins and these plugins can be installed
without dealing with infrastructure or integration issues. The structure of Prices-IDE
framework is shown in Figure 6.2. This framework is designed based on the foundation
in the yellow boxes. The foundation is a new conceptual contribution in this research,
such as UML-VM profile that allows modeling variability modules (VM) in UML. The
contributions are applied to practical implementation in Prices-IDE plugins and web
framework. Dotted arrows show the dependencies from practical implementations to
theoretical foundations. For example, the UML to WinVMJ tool is designed and developed
based on UML-VM profile.

Prices-IDE plugins are developed in Eclipse Modeling tools, version 2020-121. These
plugins are deployed in the following update sites:

1. WinVMJ Composer: https://amanah.cs.ui.ac.id/priceside/

winvmj-composer/updatesite/

2. UML to WinVMJ Tool: https://amanah.cs.ui.ac.id/priceside/uml-to

-winvmj/updatesite/

3. IFML UI Generator: https://amanah.cs.ui.ac.id/priceside/ifml-ui

-generator/updatesite/

1https://www.eclipse.org/downloads/packages/release/2020-12/r/eclipse-modeling
-tools
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Figure 6.2: Prices-IDE Plugins

4. IFML-DOP Editor: https://amanah.cs.ui.ac.id/priceside/ifml-dop

-editor/updatesite/

6.2 UML to WinVMJ Tool

The UML diagram with UML-VM profile (UML-VM) diagram is used in the domain
analysis to model the web-based product line back end. The UML diagram is designed
with Eclipse Papyrus2 modeling environment. Eclipse Papyrus is an integrated tool to
model the UML diagram as defined in the OMG specification. The UML diagram in
Papyrus has an XMI representation and a graphical notation. We can refer to a specific
version of UML metamodel in Eclipse to design a UML diagram. Eclipse Papyrus also
provides support to extend the UML diagram by defining the UML profile. We design
the UML-VM profile in the Eclipse Papyrus and then apply the profile to the UML-VM
diagram.

The UML to WinVMJ tool is developed to transform the UML-VM diagram into WinVMJ
source code. WinVMJ is a web framework based on DOP VMJ and VMJ architectural
pattern. As defined in VMJ, WinVMJ uses JAVA module systems and design patterns.
Support libraries are also developed using JAVA modules to produce a running web-backend
application. The architecture of the WinVMJ framework is separated into three layers to
distinguish the development concerns (Prayoga, 2020; Waluyo, 2022).

2https://www.eclipse.org/papyrus/
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The transformation rules for the UML to WinVMJ tool are defined based on the UML-VM
profile. The UML-VM profile maps VM elements to the UML stereotypes so that the
stereotypes are key information in the transformation process. The transformation rules are
summarized in Table 6.1. Each product line is modeled as a UML package with stereotype
<<vm>>. This UML package is transformed into a JAVA project, as defined in Rule R1.

As defined in the VMJ, there are three kinds of JAVA modules in WinVMJ: core modules,
delta modules, and product modules. In UML these modules are represented as UML
packages with different stereotypes, whereas in JAVA these modules are implemented as
JAVA modules. In the UML to WinVMJ tool, we only generate implementation of core
and delta modules because the product module is generated by WinVMJ Composer tool.
In Table 6.1, we separate the rules for core and delta modules.

Table 6.1: Transformation Rules

Rule UML Base
Class

Stereotype Name VMJ Source Code

R1 Package <<vm>> Java Project

Core Module
R2 Package <<module>> Java (core) module
R3 Interface − Java interface
R4 Class − Abstract component class

Abstract decorator class
Concrete component class
Factory class

Delta Module
R5 Package <<delta>> Java (delta) module
R6 Interface <<addedInterface>> Java interface

<<modifiedInterface>> Java interface
R7 Class <<addedClass>> Concrete decorator class

<<modifiedClass>> Concrete decorator class
R8 Attribute <<adds>> Field in concrete decorator

class
R9 Operation <<adds>>

<<modifies>>

Method in concrete decora-
tor class

We illustrate the idea of transformation rules by using a UML diagram in Figure 6.3. The
input of the transformation tool is the UML-VM diagram in Figure 6.3a, and the output
is VMJ source code which is illustrated in the UML diagram decorator in Figure 6.3b.
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As shown in Table 6.1, the transformation rules are categorized into a core module (Rule
R2-R4) and a delta module (Rule R5-R9). A UML package with stereotype <<module>>
is transformed into a JAVA core module (Rule R2) and a UML package with stereotype
<<delta>> is transformed into a JAVA delta module (Rule R5).

(a) UML-VM diagram (b) UML diagram decorator

Figure 6.3: UML transformation

The UML to WinVMJ tool is implemented in Eclipse using Acceleo Model to Text
Transformator (M2T)3. Acceleo is a template-based approach to develop custom code
generators. Acceleo transforms input models and code templates into generated source
code. The Acceleo language, namely Model to Text Language (MTL), conforms to the
OMG’s Meta-Object Facility (MOF), a standard for model-driven engineering. It uses any
EMF based models such as UML, SysML, or domain-specific models. An Acceleo MTL
module (.mtl file) consists of two main structures: templates and queries. The templates
are used as code skeletons to generate code, and the queries extract information from the
input models.

The input of UML to the WinVMJ tool is a UML-VM diagram, and the output is Win-
VMJ source code. Figure 6.4 shows the package diagram of the UML to WinVMJ tool
implemented in Eclipse Acceleo. To improve the reusability, we create util and services
packages for common functions. When the UML to WinVMJ tool runs, the plugin calls
the main package. The main package transforms the UML model by calling the code
generators in the other packages. As shown in Figure 6.4, the main package depends on
the following packages:

1. Package modulegenerator
3https://www.eclipse.org/acceleo/

Universitas Indonesia



37

Figure 6.4: Package diagram - UML to WinVMJ tool

Package modulegenerator handles a transformation for UML packages in the
UML-VM diagram. As defined in the transformation rules, a UML package with
stereotype <<module>> is transformed into a core module, and a UML package with
stereotype <<delta>> is transformed into a delta module.

2. Package interfacegenerator
The transformation of UML interfaces in the UML-VM diagram is managed in pack-
age interfacegenerator. Interfaces in the UML-VM diagram are transformed to
JAVA interface.

3. Package classgenerator
Package classgenerator manages the transformation of UML classes in the core
module. As illustrated in Figure 6.3, a class in the core module is transformed into
abstract component class, abstract decorator class, and concrete component class in
the model layer. The resource layer is also generated to implement CRUD methods.

4. Package deltaclassgenerator
The transformation rules for classes in delta modules are defined in package
deltaclassgenerator. If the UML class has stereotype <<modifiedClass>>,
the module calls functions to generate a modified class in the model and resource
layers. As defined in Rule R7 in Table 6.1, a UML class with stereotype is trans-
formed into a concrete decorator class. The concrete decorator class extends the
abstract decorator class in the core module.
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6.3 FeatureIDE WinVMJ Composer

FeatureIDE is an integrated framework to support feature-oriented development of software
product lines (Meinicke et al., 2017). FeatureIDE is designed based on Eclipse IDE as an
eclipse plugin. The following SPLE processes can be conducted in FeatureIDE:

• Domain analysis: A feature diagram is modeled using Feature Modeling Tool
(FMT) which has graphical and textual notation. In Prices-IDE, we use the latest
format of feature model in FeatureIDE, namely Universal Variability Language
(UVL) (Sundermann et al., 2021).

• Requirements analysis: We can perform a feature selection to define the product line
configuration. FeatureIDE provides support to validate the configuration based on
the feature model.

• Domain Implementation: FeatureIDE has several implementation approaches based
on FOP, DOP, and AOP. We develop a new composer in FeatureIDE to support
domain implementation using the WinVMJ framework.

• Product Generation: a product can be generated based on feature selection. Fea-
tureIDE composer manages the product generation, as defined in the domain imple-
mentation.

Prices-IDE utilizes feature modeling and configuration tools in FeatureIDE by extending
the domain implementation support. FeatureIDE has several composers that manage
the product generation process, such as AHEAD, Munge, AspectJ, FeatureHouse, and
FeatureC++. When we create a new FeatureIDE project, we can choose the composer based
on the domain implementation preference. Febrian (2022) developed a new composer
in FeatureIDE called WinVMJ composer. The WinVMJ composer supports web-based
product line development based on DOP.

The development of the WinVMJ composer in FeatureIDE provides the possibility to
enhance the WinVMJ framework with feature selection and product generation. The
WinVMJ framework, which was developed by Prayoga (2020); Samuel (2022); Waluyo
(2022), did not integrate directly with a feature model. The relation between features and
implementation in WinVMJ is defined in the JAVA properties file, and the selected feature
is defined in the module declaration. These definitions could not refer to constraints in the
feature model, so product validation is a challenging process in WinVMJ. The product
generation is managed by a build script that composes required JAVA modules based
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on module declaration. In the WinVMJ composer, the product generation is performed
based on feature selection in FeatureIDE. This process produces a valid product module
automatically and the product can be compiled and run using the WinVMJ composer.

6.4 IFML to UI Generator

As mentioned in Section 6.1, interaction flow modeling language (IFML) is used in the
domain implementation to model the abstract UI. IFML to UI Generator is a plugin in
FeatureIDE that generates the front end of web applications. Initially, the UI generator
plugin was developed by Rohma (2022) and then enhanced by Wilmarani (2023); Santoso
(2023). The UI generator flow is shown in Figure 6.5. The IFML to UI generator is
implemented using the Eclipse Acceleo model to text transformation. Acceleo modules
(.mtl files) consist of transformation rules and templates. In the IFML UI generator,
Wilmarani (2023) develops ReactJS template with various styles and Santoso (2023)
provides a library for static page management.

Figure 6.5: IFML to UI Generator Flow

The input of the IFML UI generator is an IFML diagram and a list of selected features.
By executing the IFML UI Generator, a JavaScript (ReactJS) application for a specific
product is generated. We have evaluated the IFML UI generator developed by Rohma
(2022); Wilmarani (2023); Santoso (2023). We found duplication in the IFML diagram
because the IFML diagram is not designed to model software product lines. For example,
features Income and Expense have a similar business process. Income is modeled in
a ViewContainer Income, as shown in Figure 4.3. Expense is modeled in a different
ViewContainer Expense with the same IFML elements (as defined in Income).The
IFML model could not be reused even though these features require the same UI flow and
elements.

One of the contributions of this research is designing an extension of IFML to support
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variation modeling based on DOP, as explained in Section 4.4. The IFML UI generator,
developed by Wilmarani (2023) and Santoso (2023), is not design for IFML-DOP model.
Alisha (2023) extends the capability of the IFML UI generator to support IFML-DOP
notations.The Acceleo modules are adjusted to recognize new elements in the IFML-
DOP, such as DeltaViewContainer, ModifiedList, and AddedVisualizationAttribute. The
transformation rules for those new elements in IFML-DOP are modified in Acceleo
modules and templates. However, the ReactJS (JavaScript) template can be reused without
modifications because the resulting (generated) front end remains the same.

6.5 Running Example: Charity Organization System

The proposed MDSPLE approach has been realized in Prices-IDE tools and plugins, as
explained in Sections 6.1-6.4. In this part, we illustrate the practical application of Prices-
IDE using a running example, an adaptive information system for charity organizations
(AMANAH). Charity organizations have a typical business process: gather donations,
develop programs, and distribute aid to society.

6.5.1 Domain Analysis

In the domain analysis, we use a feature diagram and UML diagrams to model the variabil-
ity. Before modeling process, we analyze the requirements from charity organizations. We
use an extractive approach in SPLE by exploring several charity organization websites to
understand the requirements. We access features in the website to analyze the common-
alities and variabilities of charity organization websites. The result is documented in the
application-requirements (AR) matrix, that maps requirements to a list of applications. AR
matrix is a simple way to perform commonality and variability analysis (Pohl et al., 2005)
The domain analysis for charity organizations websites is conducted in three steps:

1. Analysis with the AR Matrix. The analysis process for charity organization
websites with the AR Matrix is shown in Figure 6.6. The first stage is preparing the
template of AR matrix, the column is for the name of charity organization and the
row is for the features. Next, we select several charity organization websites with
different scopes, sizes, and activities to analyze the commonality and variability.
The chosen organizations are summarized in Table 6.2.
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Figure 6.6: Analysis Process with AR Matrix

Table 6.2: Charity Organization Websites

Num Organization Description

1. Human Initiative
(HI)

HI is a charity organization that focuses on humanitarian
programs. The programs are categorized into some aspects:
education, health, economy, and disasters relief.

2. Mizan Amanah
(MA)

MA is an organization that supports orphans with charity
programs, such as shopping with orphans and Eid donations
for orphans. MA also gathers donation for zakat and qurban.

3. Baitul Qu’ran
(BQ)

BQ provides a free school for underprivileged children. BQ
open donations for foster parents, zakat, infaq, shadaqah,

fidyah and qurban.

4. Aksi Cepat Tang-
gap (ACT)

ACT is a charity organization that works on humanitarian
relief, post-disaster recovery, community empowerment, and
also spiritual programs such as qurban and zakat.

5. Titian Foundation
(TF)

TF is a small organization that helps society to get edu-
cation and training. TF provides funding for high school
students, training for teachers, and microfinance for small
entrepreneurs.

6. LAZ Al-Azhar
(LA)

LA is a philanthropic organization of Al-Azhar mosque in
Jakarta. LA gathers donation to help disaster relief, infras-
tructure projects, and community empowerment. LA also
receives donation for zakat, infaq, and shadaqoh.

We put the charity organization’s name in the header column of the matrix. In the
third stage, we access the feature in the website to understand the requirements.
Each feature is placed on a single row in the AR matrix. If the feature does not
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exist, we add the feature to the AR matrix. Table 6.3 shows the AR matrix of charity
organization websites. If the feature already exists in the AR matrix, we mark the
mapping between features and websites. We try all the features from each website
and then repeat the steps for all websites.

Table 6.3: Application-Requirements (AR) Matrix - Charity Organization Websites

Features HI MA BQ ACT TF LA
About Us ✓ ✓ ✓ ✓ ✓ ✓

Bank Account ✓ ✓ ✓ ✓

Chat-bot ✓ ✓

Contact Us ✓ ✓ ✓ ✓ ✓

Online Donation ✓ ✓ ✓ ✓ ✓

Donation Confirmation ✓ ✓ ✓

Donation Guide ✓

E-Magazine ✓ ✓

FAQ ✓ ✓ ✓

Gallery ✓ ✓

Home ✓ ✓ ✓ ✓ ✓ ✓

Language ✓ ✓ ✓

Link Social Media ✓ ✓ ✓ ✓ ✓ ✓

Login/Register ✓ ✓ ✓

News ✓ ✓ ✓ ✓ ✓ ✓

Partner ✓ ✓ ✓ ✓ ✓

Program ✓ ✓ ✓ ✓ ✓ ✓

Public Report ✓ ✓ ✓ ✓

Search ✓ ✓ ✓ ✓

Services ✓ ✓

Term and Condition ✓ ✓ ✓ ✓

Testimonial ✓

Video ✓

Volunteer ✓ ✓

Zakat Calculator ✓ ✓

2. Feature Modeling. The second step in domain analysis is feature modeling. In our
research, the feature model is represented in a feature diagram. Before modeling the
feature diagram, we perform the following tasks:

• Commonality Analysis: requirements that are identical for all websites are
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good candidates for mandatory features in the feature diagram. Common
features also can be chosen from basic requirements that every website for
the domain must fulfill. Furthermore, organizational standards or national law
could also enforce the chosen mandatory features.

• Variability Analysis: requirements that differ from each other are considered
as variants of a feature. The difference can be viewed in terms of functionality,
behavior, or user interface.

Based on the AR matrix, features About us, Home, News, Program, and Link social

media exist in all websites. These features can be considered as mandatory features.
The other features only exist in several organizations. For example, feature Public

Report is only available for HI, MA, ACT, LA websites. This feature is thus optional
for charity organization websites.

A feature diagram is a tree whose nodes represent features with unique names. The
parent feature denotes a more general functionality. Variations can be defined as
child features, as the child features represent a specialization. If a feature X1 is
a child of feature X, X1 can be selected if feature X is also selected. Based on
the parent-child perspective, we group features of charity organization websites
by considering their functionalities. We also analyze commonality and variability
for each group to design constraints in a feature diagram. A snippet of the feature
diagram of AMANAH (charity organization product line) is shown in Figure 6.7.
There are three mandatory features, Activity, Financial Report and OrganizationInfo;
and an optional feature Donation.

Figure 6.7: AMANAH Feature Diagram

3. UML Modeling. The third step in domain analysis is UML modeling. We use
a UML-VM diagram to model the structural and architectural design in domain
design. We have designed and implemented some features in AMANAH, such as
Program, FinancialReport, Donation, and OrganizationInfo. Figure 6.8 shows a
snippet of UML-VM diagram representing VM for the AMANAH product line.
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Inside the package, stereotyped <<vm>> are the core module for FinancialReport,
delta modules, and features they implement. The core module is modeled as a UML
package stereotyped <<module>>. It consists of the interface FinancialReport

and class FinancialReportImpl.

Figure 6.8: UML-VM diagram of FinancialReport module

The UML package DIncome with stereotype <<delta>> represents a delta module.
This delta module modifies the core module FinancialReport, denoted by UML
dependency with sterotype <<uses>>. A delta module may consists of several modi-
fication. Delta DIncome modifies class FinancialReportImpl in the core module
by adding field paymentMethod and modifying method total(). The application of
the delta operation is represented as a class FinancialReportImpl with stereotype
<<modifiedClass>>. It contains the new field and modified method.

Another variant of feature FinancialReport is Expense. It is realized by delta
DExpense, represented as the UML package with stereotype <<delta>>. Delta
DExpense modifies class FinancialReportImpl by modifying method total().
This delta does not add new attributes or methods to the existing class. Deltas
DExpense and DIncome modify the same class in the core module. Therefore, the
application of these two deltas simultaneously must be managed in the domain
implementation.
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A delta module realizes feature’s implementation. A feature is represented as a
UML component with stereotype <<feature>>. The configuration knowledge that
describes a delta application condition is modeled as a UML dependency stereotyped
<<when>> or <<after>>. In Figure 6.8, there is a UML dependency <<when>>

from delta DIncome to feature Income and from delta DExpense to feature Expense.
It means that delta DIncome is applied when feature Income is selected and delta
DExpense is applied when feature Expense is selected.

6.5.2 Domain Implementation

We use DOP approach with VMJ in the domain implementation. Since the case study is a
web application, the WinVMJ framework is used in the web back-end development and
the IFML diagram is used to model the abstract UI of the web front end. The skeleton of
the WinVMJ source is generated from the UML-VM diagram and IFML diagram is used
to generate JavaScript application during the product generation. We divide the domain
implementation into four steps:

1. Generate the Back End Implementation. The output from domain analysis, i.e.,

UML-VM diagrams, are transformed into WinVMJ source code. As defined in
Section 6.2, the UML to WinVMJ tool is used to automate the transformation
process. The structure of generated source code follows the decorator and fac-
tory pattern in VMJ modules. An example of generated WinVMJ modules for the
UML-VM diagram (Figure 6.8) is shown in Figure 6.9. The format name for a
core module is [productlinename].[modulename].core and for a delta mod-
ule is [productlinename].[coremodulename].[deltamodulename]. For each
module, there is a directory for model and resource layers.

2. Code Implementation. The UML to WinVMJ tool produces complete modules,
packages, and classes of the WinVMJ project. However, the generated methods in
the JAVA class do not have complete implementation. The UML-VM diagram only
models the structural behavior, so the methods are transformed into a code skeleton.
The standard methods for database operations, such as create, read, update, and
delete, are completely generated by UML to WinVMJ tool.

As defined in the transformation rules in Table 6.1, a UML class in the core module
is transformed into three classes in the WinVMJ model layer and three classes in
WinVMJ resource layer. Four of these six classes are abstract classes, and the other
two classes are concrete classes. The four abstract classes are fully generated by
UML to WinVMJ tool because all methods in abstract classes can be defined as
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Figure 6.9: Generated WinVMJ modules for FinancialReport variants

abstract methods. The developer only needs to complete a method’s implementation
for two concrete classes in each module.

3. Integration with Feature Model. Integration of the generated WinVMJ source code
with feature model is conducted in the FeatureIDE project using WinVMJ composer,
developed by Febrian (2022). We create a FeatureIDE project and choose WinVMJ

in the composer selection. As a result, the FeatureIDE project has a structure that
follows the WinVMJ framework. The generated source code is placed in directory
modules, directory external is used to store external library and directory src is
used to store the required modules for a product based on the feature selection. The
feature selection it self is defined in directory configs.

We use a feature model in UVL notation, that has visual and textual represen-
tations. The feature model is defined in file model.uvl and the source code
of all JAVA modules is stored in directory modules. A feature is implemented
by one or more delta modules (deltas) in DOP. The mapping between features
in the feature module and deltas is defined in file feature to module.json, as
shown in Listing 6.1. For example, feature Income is implemented by delta module
aisco.financialreport.income.

{

"Income": ["aisco.financialreport.income"],

"Expense": ["aisco.financialreport.expense"],

}

Listing 6.1: Mapping Feature to Module
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4. UI Modeling. An activity in the domain implementation for front-end development
is modeling abstract UIs using IFML diagrams. An IFML diagram can be used to
model the content, user interaction, and control behavior of the applications. IFML
elements supports platform independent model because they only model the abstract
UI without detail information about style, size, layout, or color. As explained in
Section 4.4, we extend IFML elements with DOP notation to model commonality
and variability in the abstract UI.

Figure 6.10: IFML-DOP diagram - FinancialReport

A feature in the feature diagram may have one or more web pages. A web page
is modeled as a ViewContainer in the IFML diagram. An example of IFML-DOP
diagram for feature FinancialReport in charity organization system is shown in
Figure 6.10. A ViewContainer FinancialReport consists of List FinancialList to
display the data. In DataBinding, IFML elements may have references to the domain
model in the back end. For example, to display data from the database, DataBinding

ReportData refers to the back-end API. We set an API address in a property of
DataBinding called Uniform Resource Identifier. We can choose specific attributes to
be displayed by defining VizualitionAttribute.

In the IFML-DOP diagram, existing ViewContainer can be modified by ViewCon-

tainerDelta. In Figure 6.10, ViewContainerDelta Income modifies ViewContainer

FinancialReport by modifying List with a new DataBinding Income. A new Visu-
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alizationAttribute is also added to display a field that does not available in existing
elements. ViewContainerDelta Income also has a different NavigationFlow from View-

Container FinancialReport. The NavigationFlow connects to ViewContainerDelta

NewIncome. It is triggered by Event AddIncome. ViewContainer FinancialReport is
also modified by ViewContainerDelta Expense. This delta does not add a new IFML
element but it modifies the DataBinding.

6.5.3 Product Generation

The application engineering in Figure 4.2 starts with feature selection. In Prices-IDE,
the feature selection process is conducted in FeatureIDE by defining a configuration.
FeatureIDE provides a configuration editor to select features, as shown in Figure 6.11.
The left box is an initial configuration before any feature is selected. The mandatory
features, such as Activity and Income, are automatically selected in the initial configuration.
The right box in Figure 6.11 is a configuration for product BisaKita. Product BisaKita
consists of features Active, Income, Expense, ArusKasReport and Confirmation.

Figure 6.11: Feature selection - BisaKita product

The product generation consists of two main processes:

1. Generate Web Back End
A product line may have several product variants and a configuration file is defined
for each product. All these configuration files are stored in directory configs in
FeatureIDE project. The product generation for a web back-end in the FeatureIDE
WinVMJ composer is conducted in the following steps:

(a) Set configuration. We must choose a config file as a current configuration to
generate a product based on selected features. Right-click on a selected config
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and choose FeatureIDE → Set As Current Configuration. When the ac-
tive configuration file is modified and saved, the required JAVA modules from
directory module are copied to directory src. The product module is also gen-
erated at this stage. It consists of a module declaration (module-info.java),
a package, and a JAVA product class.

(b) Compile product. Based on the chosen configuration, required modules are
generated in directory src. The next step is compiling the generated modules
into a running application. Select directory src, right-click, and choose Fea-
tureIDE → WinVMJ → Compile. The results are Jar files based on selected
features and required WinVMJ libraries.

(c) Run back end. A script to run the generated product (back-end), namely
run.bat, is generated from the previous step (compile product). The script
contains commands to create tables, insert required data, and run the Java
source code. It can be executed from terminal or Eclipse (external tools

configuration).

2. Generate Web Front End
The front end of web applications is generated from the IFML diagrams. We have to
ensure that the selected features in the front end are the same as the selected features
in the back end. We use a configuration file in the FeatureIDE project as input for
the IFML UI generator. The IFML-UI generator consists of transformation rules
and ReactJS (JavaScript) templates. The following steps are performed to generate a
web front end:

(a) Prepare the UI boilerplate. The UI boilerplate is available in the UI generator
to provide common assets of generated front end. First, create a general project
in Eclipse and then copy the templates to the project. Second, right-click on the
Eclipse (empty) project and choose IFML UI Generator→ Copy Template

Here.

(b) Generate or define selected features. We reuse the configuration in FeatureIDE
as an input in the UI generator to ensure consistency in feature selection. First,
choose Generate Selected Features in FeatureIDE WinVMJ composer.
Then, right click on the configs file, choose FeatureIDE → WinVMJ →
Generate Selected Features. Choose the ReactJS project, defined in step (a), as
a target project. A list of selected features is generated in plain text format.

(c) Generate the front end. The last step is generating the front end (JavaScript)
from the IFML diagrams. Right-click on the IFML diagram (file .core),
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choose IFML UI Generator → Generate UI. Choose the ReactJS project,
defined in step (a), as a target project.

(d) Run the product. The web front (ReactJS) is fully generated from the UI gen-
erator. Install the required dependencies by running npm install command
and run the ReactJS application using npm start command. A new terminal
is also required to run the static server (for static page management) using npm

run json:server command.

After finishing step 1 (generate web back-end) and step 2 (generate web front-end), the
product is ready to use. An example of the generated product (BisaKita website) is
shown in Figure 6.12. The generated features are (Program) Activity, Income, Expense,

ArusKasReport, (Donation) Confirmation, as defined in the feature selection for BisaKita
(Figure 6.11). A script for automatic deployment is also available to deploy the generated
website on the cloud (server).

Figure 6.12: Product - BisaKita

The product generation steps defined, such as feature selection, generate web back end
and generate web front end can be reused to generate other products. For instance, we
want to create a website for CharitySchool organization. CharitySchool requires two
features, (Program (Activity) and Income). The process is started by defining a new
configuration in FeatureIDE for CharitySchool. Select all required features and choose
’Set As Current Configuration’ to start the product generation for the web back-end,
as defined in step 1(a). Continue to steps 1(b) and 1(c) to finish the generation process. To
generate the web front end for CharitySchool, steps 2(a), (b), (c) and (d) in this section
can be repeated. Since the selected features for CharitySchool product is not the same
as BisaKita, the generated website is also different.
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CHAPTER 7

EVALUATION

The first section of this chapter analyzes the usage of the UML-VM profile in variability
modeling. Then, the UML-VM profile is evaluated using some quality criteria in SPLE. The
second section evaluates the applicability of the UML-VM profile in the MDSPLE process.
In the third section, the degree of automation is measured to evaluate the improvement
quantitatively. We also evaluate the process improvement in the MDSPLE by comparing
the standard (clown-and-own) and this MDSPLE approach in the fouth sections. In the last
sections, we discuss the threats to validity of this research.

7.1 Analysis of Variability Modeling

Variability management is a crucial concern in software product line engineering (SPLE),
an emerging approach to develop software with variations. The domain analysis process is
started with modeling commonality and variability. Common features are implemented
in reusable components, and variations are designed to support mass customization. In
domain implementation, many product variants can be managed in a single development.
Based on the empirical study from Echeverrı́a et al. (2021), SPLE is more efficient than
clone-and-own approach, but the developers spend more time checking actions.

In SPLE, the variability can be modeled using several approaches, such as feature model,
decision model, and orthogonal variability model (OVM). The first research question
analyzes which application artifacts can be modeled as software product lines. We model
the commonality and variability for functional requirements without considering the
variability of non-functional requirements. We use a feature model combined with UML
to model the problem domain and interaction flow modeling language (IFML) to model
the abstract user interface.

Based on a systematic review of evaluation of variability management by Chen & Ali
Babar (2011), most approaches use example application to evaluate their research. Chen &
Ali Babar (2011) found that rigorous analysis is usually applied when formal methods are
used in variability management approaches. The UML-VM profile is defined based on the
VM concept. We rely on the VM formal semantic, which is explained by Damiani et al.
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(2023). In this section, we use quality criteria for SPL implmentation techniques defined
in Apel et al. (2013) to evaluate the approach: preplanning effort, feature traceability,
separation of concerns, information hiding, granularity, and uniformity. The definition of
these criteria are explained in Section 3.1. We also discuss and compare our approach to
the other MDSPLE approaches for web-based product line development that are explained
in Section 2.4. The results are summarized in Table 7.1.

Table 7.1: Comparison of MDSPLE approach for web-based SPLs

Quality
Criteria

Laguna et
al. (2009)

Alferez &
Pelechano

(2011a)

Vranic &
Taborsky

(2016)

Horcas et al.
(2018)

Horcas et al.
(2022)

This
Approach

Preplanning

effort

new artifacts
and models

new artifacts
and models

new artifacts
and models

new artifacts
and models

new artifacts
and models

new models
and generate

artifacts

Feature

traceability

package
merge

mechanism

weaving
model

feature and
transforma-

tion

variation
point

binding and
references

UML profile
and

configuration
knowledge

Separation

of concerns

intended by
impl.

paradigm

impl.
dependent

intended by
impl.

paradigm

impl.
dependent

impl.
dependent

intended by
impl.

paradigm

Information

hiding

impl.
paradigm
dependent

impl.
paradigm
dependent

impl.
paradigm
dependent

comp.
mechanism
dependent

support at
architectural

level

support at
architectural
and imple-
mentation

levels

Granularity coarse-
grained

coarse- and
medium-
grained

coarse-
grained

all levels all levels coarse- and
medium-
grained

Uniformity enforce
common style

different
styles

different
styles

common style common style common style

• Preplanning Effort. A product variant in an SPL may require a new feature that
does not exist in the existing artifacts. Preplanning should be conducted to address
additional requirements of the new variant. In standard development, a new UML
diagram is created to model a new product variant, and the new features are modeled
in the new UML diagram.

The UML-VM profile is designed based on VM that supports DOP. A new require-
ment or feature in DOP is implemented by defining a delta module. In the UML-VM
diagram, we use the delta-oriented programming paradigm. We do not need to create
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a new diagram for each product variant, but we can update existing models by adding
a new delta module. A delta is modeled as a UML package that can add, modify, or
remove existing elements without changing the original model.

The MDSPLE framework in this research is supported by model transformation tools.
The implementation artifacts for a new feature can be generated from the models.
It does not require changes in the code base. Compared to other approaches, the
amount of preplanning in this research is relatively low. Other approaches require
creating new models, changing the code base, or adding new artifacts because they
use different approaches in problem and solution domains.

• Feature Traceability. In SPLE, a feature in the feature model can be implemented
in one or more implementation artifacts. Feature traceability is the ability to trace
the relationship between features in the variability model and their implementation.
Most approaches in Table 7.1 provide a mechanism to maintain traceability, such as
a package merge mechanism in standard Java or mapping features and artifacts in
weaving models, model transformation, or variation points. The mapping mechanism
in these approaches is complicated because the variability is modeled in the problem
domain, but the solution domain uses standard programming languages that do
not expose variability at the implementation level. Herefore, the traceability in the
existing approach could be more challenging to maintain.

This approach uses a dedicated UML profile, namely the UML-VM profile, that
supports good traceability between models and implementation artifacts because
there is a one-to-one mapping between UML-VM stereotypes and VM elements.
The mapping is also implemented as transformation rules in the UML to WinVMJ
tool. The relationship between features and delta modules is also defined in the
configuration knowledge. Therefore, the traceability is well preserved in the problem
and solution domains with support from the UML-VM profile and configuration

knowledge.

• Separation of Concerns. Separation of concerns refers to the strategy of separating
features into several models and implementations based on functionalities. In existing
MDPSPLE approaches for web-based development, the separation of concerns is
managed at the implementation level. Some approaches depend on the programming
paradigm to manage the concerns. In DOP, each delta is designed to implement
specific functionalities. Several delta modules can be composed to realize the
implementation of specific features. Thus, in this approach, the separation of
concerns is intended by the implementation paradigm.

The separation of concerns in this research is also supported at the architectural
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level. UML has many kinds of diagrams to model a system from different views
and we use component, class, and package diagrams in the UML-VM profile. Each
diagram has different levels of abstraction to distinguish the concerns. Component
diagrams can be used to model features and product variation. The dependency
between components is modeled in the provided or required interfaces. The UML
class diagram is used in domain design to model variability in more detail. Classes
in the UML-VM diagram are contained in a package with stereotype <<module>>
or <delta>>. The UML package diagram can be used to model the higher level of
abstraction, and each package denotes different concerns in the UML.

• Information Hiding. Information hiding emphasizes the separation of the internal
and external parts of the system by decomposing the artifacts into modules or
components. The internal part is hidden from other modules, and the external
part describes a contract with other modules. As shown in Table 7.1, information
hiding in web-based product line development may depend on the implementation
paradigm or composition mechanism. An approach by Horcas et al. (2022) supports
better information hiding (implementation independent) than others because of the
modeling mechanism. However, this approach does not support information hiding
at the implementation level.

In this research, information hiding is not only supported at the architectural level but
also the implementation level. VM is designed by module concept, so information
hiding is fully supported by specifying which elements should be hidden and which
should be exposed. Modules do not export anything by default, so their elements
are not accessible from other modules. Elements in a module are visible to other
modules when the module exports the name, and then another module can import
the elements. Since the UML-VM profile is defined based on VM, the design of the
UML diagram using the UML-VM profile follows the VM concept.

• Granularity. Granularity specifies the level of variability that can be modeled or
implemented. Annotation based approach usually supports fine-grained granularity
and composition-based approach supports coarse-grained granularity. Approaches
by Horcas et al. (2018, 2022) support all levels of granularity because they combine
annotation and composition approaches. Other approaches only support medium- or
coarse-grained variability.

In our research, the UML-VM profile and DOP implementation support coarse-
and medium-grained variability because delta modules can add, remove, or modify
interfaces, classes, methods, or fields. For example, coarse-grained variability is
managed when a delta module adds a new class. Adding new elements to the UML
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class can be considered medium-grained variabilities, such as adding new methods
or fields. The UML diagram in the UML-VM diagram does not model the method’s
implementation. Therefore, the UML-VM profile does not support fine-grained
variability, such as adding a new statement to a method body.

• Uniformity. A general approach should represent all kinds of artifacts based on the
principle of uniformity. Approaches in Table 7.1 use different artifacts representa-
tion. Laguna & Crespo (2013) enforces a common style using UML diagrams for
modeling artifacts. However, Alferez & Pelechano (2011a) and Vranic & Taborsky
(2016) use different styles for representing web-based artifacts. As web applications
have various kinds of artifacts, a generic model is required to represent artifacts in a
similar manner or style. Horcas et al. (2018, 2022) propose a mechanism to model
various web artifacts in a single model.

In this research, we use the UML-VM profile, which models variability in different
levels of abstraction. The variability of features is modeled in the UML component
diagram, the dependency is modeled in the UML package diagram, and the detail
of variability is modeled in the UML class diagram. All these diagrams form the
product line architecture capable of modeling commonality and variability. The
modeling level also supports language-independent implementation. Based on the
UML-VM diagram, any delta-oriented programming techniques can be used in
domain implementation. The IFML diagram that is used to model the abstract UI
also supports uniformity because it represents platform-independent UI artifacts.

7.2 Applicability of the UML-VM Profile

The second objective of this research is defining a unified modeling mechanism for web-

based product line applications. This aim is achieved by defining the UML-VM profile
because several product variants in software product lines can be modeled in a single UML
diagram. One UML diagram with a VM profile (UML-VM diagram) can represent all
variants. Thus, the design for a specific product variant can be derived from the UML-VM
diagram. The second research question, how to model the problem domain of a web-based

product line, is answered by the UML-VM diagram.

Based on the results of this research, the UML-VM profile is applied in the following
processes:

1. Designing the Domain Implementation. We design the domain implementation
based on VM, namely Variability Modules for Java (VMJ). VM is defined based on
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the module concept and DOP, which support variability, whereas VMJ is defined
on top of JAVA, which supports object-oriented programming (OOP). The problem
is implementing variability based on DOP in JAVA programming language. VM
elements are already mapped to UML stereotypes in the UML-VM profile. Thus, we
have a bridge between DOP and OOP in the UML-VM profile. The UML-VM profile
is used as a reference in the domain implementation because UML and JAVA are
designed to develop the object-oriented system. Once we have a UML diagram with
VM notation, mapping from the UML-VM diagram to JAVA is more straightforward.
The UML-VM profile contributes to answering the third research question, how to

implement the product line based on the model in the problem domain.

2. Model Transformation Rules. The input for UML to WinVMJ tool is a UML-VM
diagram, and the output is JAVA source code, which follows the structure of the
WinVMJ framework. As described in Section 6.2, the UML-VM profile is used as a
reference in the transformation rules. The model transformation tool produces stubs
of core and delta modules. The method’s implementation is completed manually
because the UML-VM diagram only provides structural aspects without dynamic
behavior. The UML-VM profile is a main ingredient in the model transformation
tool. One-to-one mapping between VM elements and UML stereotypes brings
determinism in transformation rules. The fourth objective in this research, design

model transformation tools to bridge the problem and solution domains, is also
supported by the UML-VM profile.

7.3 Automated Code Generation

The MDSPLE framework is realized in the Prices-IDE tools, as explained in Section 6.1.
Prices-IDE consists of several tools (plugins) to automate the development process, such
as UML to WinVMJ tool (Section 6.2), WinVMJ Composer (Section 6.3), IFML to UI
Generator (Section 6.4). In this section, we measure process improvement by analyzing
the usage of automated code-generation tools. The automation tools may generate partial
or complete source codes. Therefore, we compare the line of codes (LoC) between the
generated source code and the running (complete) source code.

In this experiment, we use the AMANAH case study, as explained in Section 6.5, to
analyze the automation process. We include the implementation of several features for
the measurement, such as Activity, Operational, Income, Expense, FinancialPosition,
ActivityReport, and DonationConfirmation. The measurement is conducted in the following
steps:
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1. Generate a WinVMJ (Java) code from the UML-VM diagram using UML to Win-
VMJ Tool. Copy the generated source to a new workspace and complete the source
code (methods’ implementation). Count the total line of codes in the generated
source code and fully implement (complete) the source code.

2. Generate a specific product using WinVMJ composer by selecting the required
features. For example, we generate product CharitySchool that requires features
Activity, Income, Expense, and DonationConfirmation. A new JAVA module repre-
senting product CharitySchool is generated.

3. Generate a JavaScript (React) application from the IFML diagram for product
CharitySchool using IFML UI Generator. We do not complete anything in the
JavaScript application because the IFML UI Generator produces a complete source
code.

Table 7.2 shows the comparison between generated and complete source code. As men-
tioned in the steps above, we count the total line of code produced by automated code
generation. The UML to WinWMJ tool generates partial JAVA source code, around 60%
lines of code are produced. The developer must complete the method’s implementation
because the UML-VM diagram only models the structural (static) behavior of the problem
domain. The WinVMJ composer is able to generate a product module based on selected
features. A running backend application can be derived from the reusable core and delta
modules during product generation. Based on our experiment, the IFML to UI generator
produces a complete JavaScript application from the IFML diagram. Therefore, 100%
JavaScript source code is produced by our tool support.

Table 7.2: Comparison of Generated and Complete Source Code
Tool Input Output LoC Gener-

ated
LoC Com-
plete

UML to WinVMJ UML-DOP
Diagram

Java (Win-
VMJ)

3.089 5.093

IFML to UI Gener-
ator (BisaKita Prod-
uct)

IFML Dia-
gram

JavaScript
JSON
CSS
HTML

6178
31.746
14
20

6178
31.746
14
20

7.4 Process Improvement

We design a scenario for requirements changes in the AMANAH case study to eval-
uate improvement in the development process. Assume that an organization, namely
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HeroFoundation, requires a new feature, which does not exist in AMANAH product line.
HeroFoundation needs feature AnnualReports that provides an automatic financial report
for a specific year. First, we add AnnualReports as a new feature in the feature diagram.
Figure 7.1 shows the modification of AMANAH feature diagram (a new feature is denoted
by a red rectangle). Then, we implement the feature using two different approaches, clone

and own and SPLE.

Figure 7.1: A new feature in AMANAH feature diagram

For clone and own approach, we use JAVA web framework (Sring Boot). We implement
the AMANAH case study using Spring Boot and compare the implementation to WinVMJ
to evaluate the process improvement. Then, we also compare how to implement a new
feature in WinVMJ and Spring Boot to analyze the preplanning effort for generating a
new product variant. Ideally, preplanning in SPLE aims to minimize the effort to change
existing implementation (Apel et al., 2013).

The comparison of implementing a new feature in WinVMJ and Spring Boot is summarized
in Table 7.3. We categorize the process into four stages: preparation, implementation,

modification, and product generation. At the preparation stage, a new module is created in
WinVMJ. In Spring Boot, we have to create a new project, clone an existing project, and
create a new package. At the implementation stage, the WinVMJ and Spring Boot process
is similar, creating a new class. At the modification stage, WinVMJ uses the decorator
pattern that preserves behavior in the existing classes. In Spring Boot, changes are made
to existing classes, as in the standard clone and own approach. At the product generation
stage, all required classes are generated in WinVMJ, as defined in SPLE. However, a new
main class must be manually developed in Spring Boot.

Based on the process in Table 7.3, WinVMJ requires three new classes to develop a
new product HeroFoundation with a new feature AnnualReports: class Year.java,
decorator class, and (generated) product main class. In SpringBoot, assume there are nine
existing classes to implement the Financial Report feature. To develop a new product,
HeroFoundation, these nine classes are cloned to the new project, and then two new
classes (class Year.java and product main class) are added. Eleven new classes are
created in total. Therefore, the preplanning effort to develop a product variant with a new
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Table 7.3: Comparison of Requirements Changes in WinVMJ and Spring Boot
Process WinVMJ (MDSPLE) Spring Boot (Clone and

Own)
Preparation 1. Create a new Java (delta)

module for annual reports
amanah.automaticreport.
annual

1. Create a new Spring Boot
project HeroFoundation
2. Clone existing AMANAH
project to the new Spring Boot
project (HeroFoundation)
3. Create a new package for
annual reports

Implementation 2. Create a new class
Year.java in the model layer
of the new module

4. Create a new class
Year.java in the model layer
of the new package

Modification 3. Create a new decorator
class and add a new method
to group the automatic report
by year in the resource layer
of the module

5. Modify existing class
AutomaticReport.java by
adding a method that imple-
ments annual reports

Product Generation 4. Generate a new
Java (product) mod-
ule amanah.product.
herofoundation

6. Create a new main class
HeroFoundation.java

feature in WinVMJ is lower than the effort in Spring Boot.

7.5 Threats to Validity

In this section, we discuss threats that could affect the validity of this work. We evaluate
the MDSPLE approach based on two categories of validity threats defined by Wohlin et al.
(2012). A case study is used to demonstrate the practical application of MDSPLE using
Prices-IDE. One of the main concerns when using case studies is the validity of the results
and their applicability to other contexts.

7.5.1 Internal Validity

Internal validity concerns the reliability of the results within the experiment environment.
This research results in a running web application generated based on feature selection.
The generated web is validated automatically using tools in the Prices-IDE. The WinVMJ
composer handles the validation of the web back end. If the selected features violate the
constraints, the configuration is failed to save, and the product is not generated. However,
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the current UI generator does not have a mechanism for validating the generated front end.
To mitigate this threat, we take the input for generating the UI from product configuration
in FeatureIDE.

Threats to internal validity are related to uncontrolled aspects that may affect the exper-
iment results (Wohlin et al., 2012). We define the uncontrolled aspects based on web
developers’ and users’ perspectives. For the developers, the uncontrolled aspect relates to
the development environment. We develop Prices-IDE on top of Eclipse Modeling Tools.
The operating system, Eclipse’s version, Eclipse plugins, and Java’s version are uncon-
trolled aspects of the developer’s environmental setting. We prepare an Eclipse application
with all required plugins in a single Eclipse to prevent problems during development.

From the web user’s perspective, the uncontrolled aspect relates to the running application.
The generated web is standard JAVA and JavaScript applications. However, we cannot
ensure that the web application runs successfully in any web server or cloud provider. The
uncontrolled aspects are the web application’s environment, such as database connectivity,
deployment, and server. To mitigate this threat, we have to define a deployment architecture
or automated deployment script for software product lines. Therefore, the problem during
deployment can be prevented.

7.5.2 External validity

External validity refers to the generalizability of experiment conditions (Wohlin et al.,
2012). We must ensure that the experiment outcome from one environment can be applied
to other environments. Threats to external validity concern the ability to generalize
experiment results to other environments or outside the scope. We analyze the threats from
two perspectives: the case studies and the organizational culture.

First, from the case study perspective, we applied the MDSPLE approach to two running
examples. In Section 6.5, we show the applicability of the MDSPLE approach using a
case study charity organization (AMANAH) web application. We also use the MDSPLE
approach to develop another case study, the Bank Account product line. Bank Account
is a generic case for SPLE, not a web application, used by Hähnle (2013) and Thüm et
al. (2012). We also develop the Bank Account product line using the proposed MDSPLE
approach. The approach can be applied to various domains, not only a web application.
Generalization in other domains does not require additional experimental activities.

The MDSPLE approach is also used to develop other case studies, such as manufacturing
software in SCM (Komarudin et al., 2021), e-Shop microservices applications (Setyautami
et al., 2020), payment gateway (Koesnadi et al., 2022). Komarudin et al. (2021) and
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Setyautami et al. (2020) use ABS language in the domain implementation, while this
research and (Koesnadi et al., 2022) use DOP implementation with VMJ. Therefore,
different DOP implementations can be used in the MDSPLE approach.

Second, external validity also relates to organizational culture. As the proposed MDSPLE
is a novel approach to developing web applications, we cannot control the developers’
preferences. Clone and own is still profitable in the industry, and sometimes, the setup cost
of SPLE is higher upfront. Although the MDSPLE approach provides a framework and
tools for developing various web applications in a single development, utilization of this
framework in industrial practice could not be generalized.
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CHAPTER 8

CONCLUSION AND FUTURE WORK

This research presents a model-driven software product line engineering (MDSPLE)
framework based on delta-oriented programming (DOP). In this chapter, we revisit the
research questions and conclude to what extent our research results have answered the
questions. We also discuss and propose potential directions for future work.

8.1 Conclusion

Pohl et al. (2005) emphasize that the maturity of the software development process plays
a crucial role in the successful adoption of SPLE. Therefore, it is essential to have a
well-defined and structured software development process that is clear for developers. In
this research, we have presented the MDSPLE framework based on DOP, as detailed in
Chapter 4. This framework encompasses both the problem and solution domains and is
supported by modeling extensions and automation tools.

In addressing the first research question regarding which artifacts of a web application can
be modeled as a product line, we have analyzed that variability can exist not only in the
web backend and frontend, but also in other aspects such as database systems, deployment
servers, and operating systems. However, modeling all aspects of web applications as
variability raises complexities in the feature selection process. Multi-stage configuration
might be required if a product line models variability in multiple aspects. In our research,
we decide to model variability related to user requirements by modeling the web backend
and frontend as SPL.

To address the second research question concerning the modeling of the problem domain,
we have introduced the UML-VM profile as an extension of UML diagrams. By standard-
izing the modeling notations, developers can effectively model variability in UML. The
UML-VM profile maps variability model (VM) elements to UML stereotypes. A single
UML diagram can capture the variability of multiple products in the SPL, and specific
product variants can be derived based on selected features. The second research objective,
define a unified modeling mechanism for delta-oriented software product lines, is achieved.

The third research question, focused on implementing the product line based on the model
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in the problem domain, is addressed through the variability modules for Java (VMJ). VMJ
serves as an architectural pattern in JAVA for the domain implementation based on DOP.
The FeatureIDE tool is extended to manages product configuration based on selected
features. The third objective of this research is achieved because VMJ is used in the
domain implementation to generate a running application.

To address the fourth research objective of designing a model transformation that bridges
the problem and solution domains, we have developed a model transformation tool from
UML-VM diagrams into WinVMJ source code. The UML-VM profile is used as a
reference for transformation rules. The transformation rules are implemented within the
model transformation tool. Our experiments have demonstrated the successful generation
of source code (solution domain) from the UML diagrams (problem domain).

The MDSPLE framework is supported by various tools such as diagram editors, model
transformation tools, and product line generators. To achieve the fifth research objective of
integrating code generation and product derivation processes, we have designed Prices-
IDE, an integrated development environment for web-based product lines. The theoretical
concept of the MDSPLE framework can be applied to any domain, but with the current
tool support, we have illustrated the practical application of Prices-IDE through a case
study (web application).

8.2 Future Work

The following areas of future work can be explored based on the research conducted in
this study:

1. Extending the UML-VM profile and transformation tools to include modeling of
dynamic behavior in the UML-VM diagram would enhance the completeness of the
generated source code. It should be possible to model the dynamic behavior using
UML activity diagrams, UML sequence diagrams, or BPMN.

2. Integrating automated feature extraction and variability identification into the MD-
SPLE approach would streamline the requirements engineering process. We have
designed a UML-VM profile in this research, so the feature extraction result from
various artifacts could be represented as a unified model.

3. Incorporating software analysis and verification techniques, such as type checking,
model checking theorem proving, or static analysis, into the MDSPLE process would
ensure the correctness and reliability of generated products.
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Hernández-López, J.-M., Juaréz-Martı́nez, U., & Sergio-David, I.-D. (2018). Automated
software generation process with SPL. In J. Mejia, M. Muñoz, Á. Rocha, Y. Quiñonez,
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GLOSSARY

Application engineering is the process of software product line engineering in which the
applications of the product line are built by reusing domain artifacts and exploiting
the product line variability.

Configuration knowledge is a mapping between feature model and delta modules.

Core module is a module in DOP that consists of common implementation of a product
line.

Delta module is a module in DOP that implements feature’s variations by adding, remov-
ing, or modifying elements in the core module.

Delta oriented programming (DOP) is a paradigm to implement SPLE by defining a
core module and a set of delta modules.

Domain is an area of knowledge or activity characterized by a set of concepts and termi-
nology understood by practitioners in that area.

Domain analysis is a process for capturing and representing information about applica-
tions in a domain, specifically common characteristics, variations, and reasons for
variation.

Domain engineering is the process of software product line engineering in which the
commonality and the variability of the product line are defined and realized.

Domain implementation is the process of developing reusable artifacts that correspond
to the features identified in domain analysis.

Feature is an end-user visible characteristic of a system, represents typically domain
abstraction.

Feature diagram is a graphical notation to specify a feature model.

Feature model is a list of features and an enumeration of all valid feature combinations.

Feature selection is a process to select required features in the product derivation.
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Framework is an incomplete set of collaborating classes to be extended for specific
use cases, such as plug-ins for browsers. Components and services are units of
composition with well-defined interfaces which can be composed to build a specific
product.

Mass customization is the large-scale production of goods tailored to individual cus-
tomers’ needs.

Multi product line (MPL) is a set of software product lines that shares commonality and
variability or depends each other.

Platform is any base of technologies (reusable parts) on which other technologies or
processes are built.

Product is deployed software application that is derived from a software product line.

Product derivation is a production step in application engineering, where reusable arti-
facts are combined based on selected features.

Software product line (SPL) is a set of software-intensive systems that share a common,
managed set of features satisfying the specific needs of a particular market segment.

Software product line engineering (SPLE) is a paradigm to develop applications (soft-
ware products) using platforms (for commonality) and mass customization (variabil-
ity).

UML profile is a mechanism to extend UML notation for specific purposes.

Variability module (VM) is an extension of a software module system that captures
variability at the level of modules.

Variability module for Java (VM) is an architectural pattern to realize the variability
modules (VM) in Java.
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